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Abstract— Voting is a means of making collective decisions in communities, organizations, and institutions. Each participant is granted a number of votes that they can use to affect the election outcomes of the current candidates. The votes are tallied at the end of the voting process, and the outcome is determined by the electoral system in use. Conventionally, we may associate this voting mechanism with a piece of paper that is filled out and then placed in a box. However, postal ballots, postal voting, internet voting, and manual voting are all means of voting. The presence of incidents in which data from voting results are manipulated or are not counted from the indicated voting system calls the data's integrity into doubt. We think that utilizing blockchain technology for voting systems will overcome this problem. Blockchain will help secure voting result data and the voting process. A web-based application named D-Vote was developed to implement blockchain technology on voting systems. With blockchain characteristics, D-Vote can maintain the security of collected voting data as well as data containing the identities of voters who are entitled to vote. Furthermore, test result shows that all functions was successfully performed by entering several parameters as needed.
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I. INTRODUCTION

Voting is a method of collective decision-making between communities, organizations and institutions. Voting is a widely used activity among the communities. Each participant is given a certain number of votes that they can cast to influence the election results of the existing candidates. At the end of the vote, then simultaneously the vote is counted and the result of the vote is determined according to the applicable electoral system. At first we may know this voting system through a paper that is filled and then collected into a place. However, voting can be done by several methods such as postal ballots, postal voting, online voting and machine voting (offline).

The existence of cases or events that data from the voting results are rigged or there is data that does not enter the conventional voting system or that is already online makes the integrity of the data questionable. This can be solved by the existence of a blockchain system. Blockchain will help secure voting result data and even secure the voting process. Blockchain has a decentralized mechanism so that every user in the voting can see the transaction data in its entirety. The verification process in this blockchain system also plays an important role to ensure that the people who votes are the ones who are indeed registered. This process will make the voting process much safer.

D-Vote is a web-based application designed to implement blockchain technology on campus voting systems. With the features of the blockchain, the application can easily authenticate the identity of the voter to prevent fraud in the vote and can prevent unregistered voters from voting. In addition, with blockchain technology, D-Vote can maintain the security of collected voting data as well as data containing the identities of voters who are entitled to vote.

The purpose of this research is to implement blockchain technology in voting systems using Ethereum. By using blockchain technology, the pre-recorded election results are secured, it cannot be changed or deleted. Decentralized systems in blockchain enhance user privacy as no third party can manipulate the data. In addition, voter identity is also more secure because it is pseudonymous, where users in the Ethereum network use private keys, so that others cannot know who is voting.

II. LITERATURE REVIEW

A. Ethereum Blockchain

As blockchain technology evolves, developers want to use the concept of blockchain into a wider range of applications not just as payment applications [1]. The protocol used in bitcoin is not able to accommodate these requirements, regardless of the advantages it has. So Vitalik Buterin developed Ethereum in 2013, as a platform that can create decentralized applications using blockchain through smart contract support [2].

Ethereum is an alternative open source platform for running decentralized applications by providing a very useful approach to various cases with fast development times and more efficient interactions [3]. In his paper, Buterin states that Ethereum allows developers to create blockchain-based applications, with features such as scalability, standardization, feature completeness, as well as ease of development and interoperability [4].

The networks in Ethereum can be distinguished into two types, namely public networks and private networks. Public networks can be accessed by anyone connected to the internet. On this network, anyone can view or make transactions on the blockchain network and validate the
executed transactions [5]. Transaction approval is determined through the network node consensus mechanism. There are two kinds of public networks on Ethereum, namely the mainnet network which is the main network that has the actual coin value on the transactions made and the testnet network used for development before smart contracts are deployed to the production environment or to the mainnet [6].

A transaction is an instruction digitally signed by Externally-owned Account (EOA). EOA will initiate a transaction to update the status in the Ethereum network. With the decentralized nature of blockchain, new transactions must be distributed broadcast to the entire network [7]. Transactions require costs and must be validated through consensus protocols. Transaction fees in Ethereum using gas units.

B. Solidity

Solidity is a high-level programming language better known as contract-based. The syntax of this programming language is similar to that of the Javascript programming language. This programming language is used to improve the performance of virtual machines on Ethereum [8]. This solidity is a statically crafted scripting language for the verification process and limitations on compile time. In addition to compiling, this programming language will also help check at run-time. This solidity programming language also supports object-oriented programming such as object inheritance and others [9]. Solidity workflow is shown in Fig. 1.

Fig. 1. Solidity Workflow

Solidity is a programming language created specifically for Smart Contracts on Ethereum [16]. Solidity is written in the .sol file format. Solidity is basically not an executable language on the Blockchain Virtual Machine [10]. Solidity is a language that aims to make it easier for developers to create smart contracts. When we are going to compile or deploy our smart contract, we need a solidity compiler [11]. Through the solidity compiler smart contract we will be compiled into bytecode which will be the bytecode that will be executed by the virtual machine.

C. Third Party Resources

Metamask is a cryptocurrency wallet that can be used in Chrome, Firefox and Brave browsers. This wallet application is a browser extension that works like a bridge between a normal browser and the Ethereum blockchain so that this application can also be referred to as a 3rd party application. Metamask can be used to store keys only for Ethereum cryptocurrencies [12]. There is an Ethereum cryptocurrency commonly called Ether. In addition there are also other cryptocurrencies built on the Ethereum blockchain that are tokens. Most of the tokens built on the Ethereum blockchain are called ERC20 tokens because they follow the rules that Ethereum developers have set to create new cryptocurrencies [13].

Metamask has several network options such as Rinkeby, Ropsten and other networks. This network serves to store transaction data from users. Metamask can interact automatically with Ethereum-based websites [14]. This metamask is quite safe because there hasn't been a major hack. Metamask browser extensions interface is shown in Fig. 2.

Fig. 2. Metamask Extension

Metamask is suitable for use as a network in application development commonly called Decentralize Application (DApp) [15]. Automation can also be done from DApp applications to Metamask to run and verify to blockchain networks [16]. Since this metamask is a wallet, users can also receive and send cryptocurrencies to other users. In metamask, users can also create more than one wallet account.
III. PROPOSED WORK AND IMPLEMENTATION

This section describes the proposed architecture and the implementation of D-Vote application. D-Vote is created based on Ethereum network architecture. D-Vote is connected using the Web3.js library. The smart contracts that we created are deployed into the Ethereum network through Ganache. We also use several accounts available in Ganache so that voters do not have to pay gas fee when voting.

A. Directory

Programs are created using JavaScript with nodes.js framework. There are also several dependencies that need to be installed in this program. Front-end and back-end applications are stored in the app folder, while contracts are stored in the contracts folder. Contract migration scripts to other networks and initialization is done in the migrations folder.

B. Contract (Solidity)

There are three main contracts in our application, i.e. voting.sol, registrar.sol, and creator.sol. The diagram of each contract produces a different struct. The code snippet of the contracts are described as follow:

1) Voting.sol

In this contract there are three data struct, i.e. Ballot as voting made, Candidates as data for the list of candidates on the ballot created, and Voters created using whitelist data or not. Voting.sol is shown in Fig. 3.

![Fig. 3. Voting.sol Snippet](image)

To add the contents of the data to the struct, there are several functions that can be used. Function setCandidates is created for adding candidate data in ballots. Function hashCandidates is created for changing candidate names into Keccak256 format when saved into blockchain network. Function voteForCandidate is created to add the number of votes from voter to selected candidate, as well as some other additional functions such as to view candidate list or other data structure [16]. Candidate List and Voter Whitelist is shown in Fig. 4.

2) Creator.sol

Contract creator.sol is only used to create new ballots with some parameters such as, voting expiration time, ballot name, and whitelisted voter data if needed. Creator.sol snippet is shown in Fig. 5.

![Fig. 5. Creator.sol Snippet](image)

3) Registrar.sol

The function of the contract registrar is to register voters or voters using the appropriate email, as well as view the registration or registration of election participants. Registrar.sol is shown in Fig. 6.
The function of the contract registrar is to register voters or voters using the appropriate email, as well as view the registration or registration of election participants.

4) Web3 Initialization

Initialization of web3 instances in the app.js to be used in contract calling functions. Web3 is used to connect Ethereum wallets connected to the blockchain network. Contracts that have been compiled will be able to interact as objects in the created JavaScript. By using ganache, RPC Server is created in local network with port number 7545. Web3 initialization is shown in Fig. 7.

5) Truffle Configuration

This file contains network and solc compiler configuration. Local network is used with Ganache so that transaction interactions conducted by users do not have to pay the required network fees. The solidity compiler version used in this research is 0.4.26. This compiler is adapted to the solidity version of the smart contract. The truffle configuration is shown in Fig. 8.

IV. RESULT AND ANALYSIS

This section described the result and analysis of the research. After the contract migration has been successfully performed from local network to Ganache network, we analyze application behavior and gas fee to make sure it is ready for production deployment. The analysis on Ganache Network is based on previous works [18]-[21].

<table>
<thead>
<tr>
<th>TABLE I. CONTRACT ADDRESS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Contract</td>
</tr>
<tr>
<td>Voting.sol</td>
</tr>
<tr>
<td>Registrar.sol</td>
</tr>
<tr>
<td>Creator.sol</td>
</tr>
</tbody>
</table>

Table 1 described contract address of each contract deployed on the network. We test the application using defender.openzeppelin.com. Openzeppelin is used to speed up the testing process with an easier interface. Test result shows that all functions were successfully performed by entering several parameters as needed.

A. Voter Registration

Voter registration is done by entering an ID, i.e. student number, and also email address in form. Users can also select the option for request a permission so that the email can be used for admins in ballot creation. The voter registration interface is shown in Fig. 9.
B. Ballot Creation

Ballot creation is done by filling out the following form. There are some information that needs to be provided in making the ballot. Users need to enter an email that has admin permissions. The type of ballot that can be created is poll. The poll will show the number of votes each ballot is reloaded. Users also need to add ballot titles, candidate names separated using commas, and limits on the number of votes allowed for each voter.

C. Load Ballot and Voting

To vote, a ballot needs to be loaded first by entering its ID. After a ballot is successfully loaded, a table will appear containing the names of candidates along with the number of votes for each candidate. To vote, the user needs to enter the email registered as the voter and also the name of the candidate you want to vote for.

A vote will be accepted if it has gone through the verification process. When verification is successful, a pop up like the one above appears. When the vote verification is successful, the number of votes on the selected candidate will increase if the ballot is loaded again.
D. Gas Fee Analysis

The gas fee analysis is conducted to find out the average cost required for each transaction.

1) Contract Deployment

We can see from Table II that the total cost required to deploy the three contracts is 0.06409316 ETH. The most widely used cost is when deploying the contract creator because the contract is inheritance of voting contracts to be used at the time of creating a new ballot. For contracts that use the least cost is the contract registrar because on the contract the least computing.

<table>
<thead>
<tr>
<th>Contract</th>
<th>Gas Price (gwei)</th>
<th>Gas Used (unit)</th>
<th>Total Cost (ETH)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Voting</td>
<td>20</td>
<td>1173893</td>
<td>0.02347786</td>
</tr>
<tr>
<td>Registrar</td>
<td>20</td>
<td>599020</td>
<td>0.0119804</td>
</tr>
<tr>
<td>Creator</td>
<td>20</td>
<td>1431745</td>
<td>0.0286349</td>
</tr>
</tbody>
</table>

The most used cost is when deploying the contract creator. We believe that this might happened because the contract is inheritance of voting contracts to be used at the time of creating a new ballot. For contracts that use the least cost is the contract registrar because on the contract the least computing.

2) Transaction

Gas fee measurement in each transaction is done as many as 3 experiments to find the average cost required for each transaction:

<table>
<thead>
<tr>
<th>n</th>
<th>Gas Used (unit)</th>
<th>Gas Price (gwei)</th>
<th>Tx Fee (ETH)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>108246</td>
<td>20</td>
<td>0.00216492</td>
</tr>
<tr>
<td>2</td>
<td>108162</td>
<td>20</td>
<td>0.00216324</td>
</tr>
<tr>
<td>3</td>
<td>108066</td>
<td>20</td>
<td>0.00216132</td>
</tr>
</tbody>
</table>

We can see from Table III that the average transaction fee required to register a voter is 0.00216316 ETH.

<table>
<thead>
<tr>
<th>n</th>
<th>function</th>
<th>Gas Used (unit)</th>
<th>Gas Price (gwei)</th>
<th>Tx Fee (ETH)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>checkVoter</td>
<td>1117325</td>
<td>20</td>
<td>0.00223465</td>
</tr>
<tr>
<td>2</td>
<td>getPermission</td>
<td>63898</td>
<td>20</td>
<td>0.00127796</td>
</tr>
<tr>
<td>3</td>
<td>createBallot</td>
<td>108554</td>
<td>20</td>
<td>0.00217108</td>
</tr>
<tr>
<td>4</td>
<td>getAddress</td>
<td>181613</td>
<td>20</td>
<td>0.00363226</td>
</tr>
</tbody>
</table>

We can see from Table IV that the average transaction cost required for one ballot or voting is 0.005234542 ETH.

3) Vote

We can see from Table V that the average transaction fee made at the time of voting is 0.00635756 ETH. Over three transactions made in this voting system, the most costly transactions are voting. We believe it might happened because there are several functions needed in a voting contract. It also has a number of computational functions, such as hashing and encryption functions. The second transaction is at the time of ballot making where there are quite a lot of functions of various contracts called with varying gas costs. The last transaction that has the lowest transaction fee is voter registration, because of the little transaction data and few function calls made.

<table>
<thead>
<tr>
<th>n</th>
<th>Gas Used (unit)</th>
<th>Gas Price (gwei)</th>
<th>Tx Fee (ETH)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>316248</td>
<td>20</td>
<td>0.00632496</td>
</tr>
<tr>
<td>2</td>
<td>243903</td>
<td>20</td>
<td>0.00487806</td>
</tr>
<tr>
<td>3</td>
<td>393544</td>
<td>20</td>
<td>0.00787066</td>
</tr>
</tbody>
</table>
V. CONCLUSION AND FUTURE WORK

A blockchain-based e-voting application used to conduct candidate voting is successfully made. Blockchain technology is used to maintain data security and integrity as well as to ensure voter identity to avoid fraud in the voting process. The immutable nature of the blockchain will also make the data of the voting process cannot be changed and always relate to each transaction. We are aware that these applications still have some drawbacks, especially on the application interface that are less attractive to use. Further development and research of the user interface and user experience are needed. Authentication also needs to be added to the administrator when registering a voter and creating a new vote.
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